Transferring large binary data with web services

<https://weblogs.java.net/blog/adhirmehta/archive/2010/06/11/transferring-large-binary-data-web-services>

**Prerequisites**

1)      Basic understanding about web service

2)      Knowledge of base 64 encoding

3)      Knowledge of MTOM

Refer resource section for information on these topics.

**Introduction**

Web service has been evolved from simple request-response mechanism to object oriented style support and now large data transfer. Large data may be of various types like binary, images, database record export in XML or other format etc. Normally, the large data transfer is avoided with the web service however in unavoidable circumstances, if it is required to do; you have few options which will be discussed later in the article.

There is couple of big challenges during the large data transfer through web service

1)      How do you make sure that you meet the performance of the application and it should not deteriorate?

2)      Memory constraint. Huge files should not be hold in the memory completely.

We’ll discuss these challenges later in the article. Now, let’s discuss the various data transfer strategies/options to transfer the binary data.

[Note: This article only provides conceptual knowledge.]

**Binary data transfer strategies**

In the following sections I’ll discuss the various data transfer strategies with their advantages and disadvantages.

**1) Embedding the binary data in the SOAP envelop**

The straight forward option to transfer the binary data is to convert the binary data into base 64 format and embed the base 64 encoding into soap envelop itself. This approach is also called as “by value” approach as the binary data is embedded in the XML document itself. This approach has following advantages and disadvantages.

**Advantages**:

* Simple to use
* This approach gives applications the ability to process and describe data, based only on the XML component of the data
* It can be positively considered for small binary data transfer.

**Drawbacks of embedding binary large data into soap envelop**

1)      As binary data is part of soap envelop, it requires large memory to hold it.

2)      Base64 encoding increases the size of the binary data by a factor of 1.33x of the original size

3)      It slows down the application performance.

Here is the API which can be referred/used for implementation

**Implementation API:**

* Apache commons codec -
* Base64Encoder (From source-code.biz) - <http://www.source-code.biz/base64coder/java/>

Following sections in the article discuss other approaches also called as “by reference approaches” to overcome these issues. Sending binary data by reference is achieved by attaching pure binary data as external unparsed general entities outside the XML document and then embedding reference URIs to those entities as elements or attribute values. This prevents the unnecessary bloating of data and wasting of processing power.

**2) FTP or Network files system**

One of the good solutions to transfer the large data via web service is to move out the binary large data from the soap envelop and keep only the reference to binary data as a part of soap response.

To implement this approach, the data can be placed either on FTP server or somewhere on shared location on network and the path to data (file) can be given in the web service request or response.

Following section discuss the advantages and disadvantages of this approach.

**Advantages**

1)      Data is not part of the soap envelop so it does not require huge memory to hold it.

2)      Since there is no encoding and decoding requires as in case of base 64, it improves the application performance.

3)      You can have separate network line dedicated for FTP which can free up normal application network line resulting in performance improvement.

**Disadvantages**

1)      It requires FTP server.

2)      Additional maintenance of FTP server

3)      Sometime, may not be best suited for small applications.

Here is the API which can be referred/used for implementation

**Implementation API:**

·        Apache commons - http://commons.apache.org/net/api-release/org/apache/commons/net/ftp/FTPClient.html

**3) Message Transmission Optimization Mechanism (MTOM)**

MTOM (SOAP Message Transmission Optimization Mechanism) is another specification that focuses on solving the "Attachments" problem. MTOM is actually a "by reference" method. The wire format of a MTOM optimized message is the same as the SOAP with Attachments message. The most noticeable feature of MTOM is the use of the XOP:Include element, to reference the binary attachments (external unparsed general entities) of the message. With the use of this exclusive element, the attached binary content logically becomes inline (by value) with the SOAP document even though it is actually attached separately. This merges the two realms by making it possible to work only with one data model. On a lighter note, MTOM has standardized the referencing mechanism of SwA. The following is an extract from the XOP specification.

At the conceptual level, this binary data can be thought of as being base64-encoded in the XML Document. As this conceptual form might be needed during some processing of the XML document (e.g., for signing the XML document), it is necessary to have a one-to-one correspondence between XML Infosets and XOP Packages. Therefore, the conceptual representation of such binary data is as if it were base64-encoded, using the canonical lexical form of the XML Schema base64Binary datatype. In the reverse direction, XOP is capable of optimizing only base64-encoded Infoset data that is in the canonical lexical form.

The client application sends SOAP Message that contains complex data in Base64Binary encoded format. [Base64Binary](http://www.w3.org/TR/2004/PER-xmlschema-2-20040318/#base64Binary) data type represents arbitrary data (e.g., Images, PDF files, Word Docs) in 65 textual. A sample SOAP Body with Base64Binary encoded element is as follows:

 < mtom:ByteEcho>  
 *<* mtom*:data>AVBERi0xLjYNJeLjz9MNCjE+DQpzdGFyNCjEx0YNCg==* mtom*:data>*  
mtom:ByteEcho>

An MTOM-aware web services engine detects the presence of *Base64Binary* data, *<* mtom:*data>* in the example, and makes a decision – to convert the *Base64Binary* data to MIME data with an [*XML-binaryOptimization Package*](http://www.w3.org/TR/xop10/) (xop) content type. The data conversion, results in replacing the *Base64Binary*data with an element that references the original raw bytes of the document being transmitted. The raw bytes are appended to the SOAP Message and are separated by a MIME boundary as shown below:

   
  < mtom:ByteEcho>  
*<* mtom*:data>* mtom*:data>*  
   mtom:ByteEcho>   
   
  
--MIMEBoundary000000  
content-id: <1.633335845875937500@java.net>  
content-type: application/octet-stream  
content-transfer-encoding: binary

The raw binary data along with the SOAP Message and the MIME Boundary is send over the wire to the Producer. TheProducer then transforms the raw binary data back to *Base64Binary* encoding for other processing. This approach has couple of advantages:

**Advantages**

1. Effective Transmission: Base64Binary encoded data is ~33% greater than raw byte transmission using MIME. ThereforeMTOM reduces data size by converting Base64Binary encoding to raw bytes for transmission.
2. Data is transferred using streaming approach.

**Disadvantages/Constraints**

1. HTTP-specific (although it could easily be adapted to other > MIME-based or MIME-like transports)
2. Detecting MTOM messages for dispatch is additional overhead.
3. You may not be able use MTOM if all the parties involved in data transfer do not support MTOM specification.

Here is the API which can be referred/used for implementation

**Implementation API:**

·        Metro - <https://metro.dev.java.net/guide/Binary_Attachments__MTOM_.html>

**Plain HTTP**

One of the big genuine question is why just don’t use the http to post and stream the data. It doesn’t require any soap envelop etc. And the answer is yes this can be done provided you are not looking for any web service related benefits.

**Conclusion:**

I’ve seen different methods of transferring the binary large data through web service however each method has its own advantages and disadvantages. Now, the question is raised which one is better and answer is: depending upon your application environment, you will have to choose one of the options.

However in my opinion, here is the order of precedence of selection.

1)      Use base64 encoding if binary data is very small and it does not substantially impact the performance.

2)      Use FTP or network share if binary data is large.

3)      Prefer MTOM if all the involved parties in data transfer support the MTOM as it is one of the best way to stream the content.

4)      Use plain HTTP if it is just upload/download of the file.

<http://www.codejava.net/java-ee/web-services/java-web-services-binary-data-transfer-example-base64-encoding>

In the approach employed by this article, the binary data is embedded directly in the SOAP envelop using base64 text encoding. In other words, the raw binary data is converted to an encoded String which is value of an XML element in the SOAP message. Upon receiving the SOAP message, the receiver decodes the encoded String in order to re-construct the original binary data.

The following picture depicts this process:

![SOAP with binary data process](data:image/png;base64,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)

This approach is the simplest way and is only suitable for transferring a small amount of binary data. It becomes very inefficient when transferring a large amount of binary data because the base64 text encoding technique bloats the data by a factor of 1.33x (UTF-8 text encoding) or 2.66x (UTF-16 text encoding) of the original size. Also, the encoding/decoding process slows down the application performance.

This approach is also often referred as “by value” or “inline attachment” method. Now, let’s go through an example application that is used to transfer small binary files.

**NOTE:** To optimize the binary data transfer, see: [Using MTOM to optimize binary data transfer with JAX-WS web services](http://www.codejava.net/java-ee/web-services/using-mtom-to-optimize-binary-data-transfer-with-jax-ws-web-services).

**2. Coding the Web Service Endpoint Interface**

Let’s define an endpoint interface as follows:

|  |
| --- |
| package net.codejava.ws.binary.server;    import javax.jws.WebMethod;  import javax.jws.WebService;    /\*\*   \* A web service endpoint interface.   \* @author www.codejava.net   \*   \*/  @WebService  public interface FileTransferer {      @WebMethod      public void upload(String fileName, byte[] imageBytes);        @WebMethod      public byte[] download(String fileName);  } |

This endpoint defines two web methods, upload() and download() which allows the client to upload/download a file by sending/receiving a chunk of bytes.

**3. Coding Web Service Endpoint Implementation**

Write an implementation for the FileTransferer interface as follows:

|  |
| --- |
| package net.codejava.ws.binary.server  import java.io.BufferedInputStream;  import java.io.BufferedOutputStream;  import java.io.File;  import java.io.FileInputStream;  import java.io.FileOutputStream;  import java.io.IOException;    import javax.jws.WebMethod;  import javax.jws.WebService;  import javax.xml.ws.WebServiceException;    /\*\*   \* A web service implementation of an endpoint interface.   \* @author www.codejava.net   \*   \*/  @WebService  public class FileTransfererImpl implements FileTransferer {      @WebMethod      public void upload(String fileName, byte[] imageBytes) {            String filePath = "e:/Test/Server/Upload/" + fileName;            try {              FileOutputStream fos = new FileOutputStream(filePath);              BufferedOutputStream outputStream = new BufferedOutputStream(fos);              outputStream.write(imageBytes);              outputStream.close();                System.out.println("Received file: " + filePath);            } catch (IOException ex) {              System.err.println(ex);              throw new WebServiceException(ex);          }      }        @WebMethod      public byte[] download(String fileName) {          String filePath = "e:/Test/Server/Download/" + fileName;          System.out.println("Sending file: " + filePath);            try {              File file = new File(filePath);              FileInputStream fis = new FileInputStream(file);              BufferedInputStream inputStream = new BufferedInputStream(fis);              byte[] fileBytes = new byte[(int) file.length()];              inputStream.read(fileBytes);              inputStream.close();                return fileBytes;          } catch (IOException ex) {              System.err.println(ex);              throw new WebServiceException(ex);          }      }  } |

As we can see, the upload() method saves the received bytes array to file specified by the given fileName; and thedownload() method reads the requested file and returns its content as a bytes array.

**4. Coding the Server Program**

Let’s create a server program that publishes the above endpoint implementation as follows:

|  |
| --- |
| package net.codejava.ws.binary.server;    import javax.xml.ws.Endpoint;    /\*\*   \* A simple web service server.   \* @author www.codejava.net   \*   \*/  public class WebServiceServer {        public static void main(String[] args) {          String bindingURI = "http://localhost:9898/codejava/fileService";          FileTransferer service = new FileTransfererImpl();          Endpoint.publish(bindingURI, service);          System.out.println("Server started at: " + bindingURI);      }  } |

Now run this program and we should see the following message in the console.

Server started at: http://localhost:9898/codejava/fileService

The server is now waiting for request. Next, we are going to generate the web service client code.

**5. Generating Client Code**

It’s recommended to use the **wsimport** tool in order to generate web services client code in Java. Execute the following command at the command prompt:

**wsimport -keep -p net.codejava.ws.binary.client http://localhost:9898/codejava/fileService?wsdl**

The **wsimport** tool generates necessary client code and puts .java source files under the packagenet.codejava.ws.binary.client. Here’s the list of generated files:

* + Download.java
  + DownloadResponse.java
  + FileTransfererImpl.java
  + FileTransfererImplService.java
  + ObjectFactory.java
  + package-info.java
  + Upload.java
  + UploadResponse.java

**NOTES:** You must ensure that the sever program is running before executing the**wsimport** command.

**6. Coding the Client Program**

Based on the generated web services client code, we can write a client program as follows:

|  |
| --- |
| package net.codejava.ws.binary.client;    import java.io.BufferedInputStream;  import java.io.BufferedOutputStream;  import java.io.File;  import java.io.FileInputStream;  import java.io.FileOutputStream;  import java.io.IOException;    /\*\*   \* A client program that connects to a web service in order to upload   \* and download files.   \* @author www.codejava.net   \*   \*/  public class WebServiceClient {        public static void main(String[] args) {          // connects to the web service          FileTransfererImplService client = new FileTransfererImplService();          FileTransfererImpl service = client.getFileTransfererImplPort();            String fileName = "binary.png";          String filePath = "e:/Test/Client/Upload/" + fileName;          File file = new File(filePath);            // uploads a file          try {              FileInputStream fis = new FileInputStream(file);              BufferedInputStream inputStream = new BufferedInputStream(fis);              byte[] imageBytes = new byte[(int) file.length()];              inputStream.read(imageBytes);                service.upload(file.getName(), imageBytes);                inputStream.close();              System.out.println("File uploaded: " + filePath);          } catch (IOException ex) {              System.err.println(ex);          }            // downloads another file          fileName = "camera.png";          filePath = "E:/Test/Client/Download/" + fileName;          byte[] fileBytes = service.download(fileName);            try {              FileOutputStream fos = new FileOutputStream(filePath);              BufferedOutputStream outputStream = new BufferedOutputStream(fos);              outputStream.write(fileBytes);              outputStream.close();                System.out.println("File downloaded: " + filePath);          } catch (IOException ex) {              System.err.println(ex);          }      }  } |

As we can see, this client program connects to the web service then uploads an image file to the service, and finally downloads another image file from the service.

**7. Testing the Application**

Running the client program we should see the following output:

|  |  |
| --- | --- |
| 1  2 | File uploaded: e:/Test/Client/Upload/binary.png  File downloaded: E:/Test/Client/Download/camera.png |

And here’s the server’s output:

|  |  |
| --- | --- |
| 1  2 | Received file: e:/Test/Server/Upload/binary.png  Sending file: e:/Test/Server/Download/camera.png |

Using a monitoring tool such as *TCP/IP Monitor* in Eclipse IDE, we can spot the SOAP messages delivered along with the request and response as follows:

* **Invoking the upload() method:**
  + Client Request:

|  |
| --- |
| GET /codejava/fileService?wsdl HTTP/1.1  User-Agent: Java/1.7.0\_17  Host: localhost:9898  Accept: text/html, image/gif, image/jpeg, \*; q=.2, \*/\*; q=.2  Connection: keep-alive    POST /codejava/fileService HTTP/1.1  Accept: text/xml, multipart/related  Content-Type: text/xml; charset=utf-8  SOAPAction: "http://server.binary.ws.codejava.net/FileTransfererImpl/uploadRequest"  User-Agent: JAX-WS RI 2.2.4-b01  Host: localhost:9898  Connection: keep-alive  Content-Length: 1971    <?xml version="1.0" ?>  <S:Envelope xmlns:S="http://schemas.xmlsoap.org/soap/envelope/">      <S:Body>          <ns2:upload xmlns:ns2="http://server.binary.ws.codejava.net/">              <arg0>binary.png</arg0>              <arg1>iVBORw0KGgoAAAANSUhEUgAAABAAAAAQCAMAAAAoLQ9TAA....</arg1>          </ns2:upload>      </S:Body>  </S:Envelope> |

* + Server Response (WSDL XML is omitted):

|  |
| --- |
| HTTP/1.1 200 OK  Transfer-encoding: chunked  Content-type: text/xml;charset=utf-8  Date: Fri, 11 Oct 2013 02:48:45 GMT    -- WSDL XML (ommitted for saving space)....      HTTP/1.1 200 OK  Transfer-encoding: chunked  Content-type: text/xml; charset=utf-8  Date: Fri, 11 Oct 2013 02:48:45 GMT    <?xml version="1.0" ?>  <S:Envelope xmlns:S="http://schemas.xmlsoap.org/soap/envelope/">      <S:Body>          <ns2:uploadResponse xmlns:ns2="http://server.binary.ws.codejava.net/"/>      </S:Body>  </S:Envelope> |

* **Invoking the download() method:**
  + Client Request:

|  |
| --- |
| POST /codejava/fileService HTTP/1.1  Accept: text/xml, multipart/related  Content-Type: text/xml; charset=utf-8  SOAPAction: "http://server.binary.ws.codejava.net/FileTransfererImpl/downloadRequest"  User-Agent: JAX-WS RI 2.2.4-b01  Host: localhost:9898  Connection: keep-alive  Content-Length: 218    <?xml version="1.0" ?>  <S:Envelope xmlns:S="http://schemas.xmlsoap.org/soap/envelope/">      <S:Body>          <ns2:download xmlns:ns2="http://server.binary.ws.codejava.net/">              <arg0>camera.png</arg0>          </ns2:download>      </S:Body>  </S:Envelope> |

* + Server Response:

|  |
| --- |
| HTTP/1.1 200 OK  Transfer-encoding: chunked  Content-type: text/xml; charset=utf-8  Date: Fri, 11 Oct 2013 02:48:45 GMT    <?xml version="1.0" ?>  <S:Envelope xmlns:S="http://schemas.xmlsoap.org/soap/envelope/">      <S:Body>          <ns2:downloadResponse xmlns:ns2="http://server.binary.ws.codejava.net/">              <return>iVBORw0KGgoAAAANSUhEUgAAABAAA...</return>          </ns2:downloadResponse>      </S:Body>  </S:Envelope> |

**CONCLUSION:** As we mentioned earlier, this binary data transfer approach is only well-suited for working with small binary data because the base64 text encoding mechanism bloats data size greatly and slows down application performance.

[**Using MTOM to optimize binary data transfer with JAX-WS web services**](http://www.codejava.net/java-ee/web-services/using-mtom-to-optimize-binary-data-transfer-with-jax-ws-web-services)

<http://www.codejava.net/java-ee/web-services/using-mtom-to-optimize-binary-data-transfer-with-jax-ws-web-services>

In this Java web services tutorial, we are going to discuss how **MTOM** (*Message Transmission Optimization Mechanism*) can be used to optimize binary data transfer through web services with **JAX-WS** (*Java API for XML-based Web Services*). We will go from background of **MTOM** and its usages to development of a simple web services application that can transfer large binary data (upload and download files) in the optimized way.

**1. Why MTOM?**

By default, binary data is converted to base64Binary or hexBinary XML data type within a SOAP envelope, meaning that the raw bytes are encoded as a String using base64 technique. For example, the following XML snippet is content of such a SOAP message:

|  |
| --- |
| <?xml version="1.0" ?>  <S:Envelope xmlns:S="http://schemas.xmlsoap.org/soap/envelope/">      <S:Body>          <ns2:upload xmlns:ns2="http://server.mtom.ws.codejava.net/">              <arg0>binary.png</arg0>              <arg1>iVBORw0KGgoAAAANSUhEUgAAABAAAAAQCAMAAAAoL...5CYII=</arg1>          </ns2:upload>      </S:Body>  </S:Envelope> |

Look at the text inside the element **<arg1>** - it is the encoded form of the binary data in base64 format. Basically, the base64 encoding technique bloats the original data by a factor of 1.33x (with UTF-8 encoding) or 2.66x (with UTF-16), so it becomes very inefficient when dealing with a large amount of data. To overcome this drawback, **MTOM** is defined as a specification for optimizing the transmission of this kind of data type in SOAP messages, and **XOP** (*XML-binary Optimized Packaging*) is the concrete implementation. The following example is content of a HTTP POST request which is generated by **MTOM/XOP**:

|  |
| --- |
| POST /codejava/fileService HTTP/1.1  Accept: text/xml, multipart/related  Content-Type: multipart/related;start="<rootpart\*8b39dc38-7f35-437f-920f-b99b6b2c9888@example.jaxws.sun.com>";      type="application/xop+xml";boundary="uuid:8b39dc38-7f35-437f-920f-b99b6b2c9888";start-info="text/xml"  SOAPAction: "http://server.mtom.ws.codejava.net/FileTransfererImpl/uploadRequest"  User-Agent: JAX-WS RI 2.2.4-b01  Host: localhost:8787  Connection: keep-alive  Content-Length: 2154    --uuid:8b39dc38-7f35-437f-920f-b99b6b2c9888  Content-Id: <rootpart\*8b39dc38-7f35-437f-920f-b99b6b2c9888@example.jaxws.sun.com>  Content-Type: application/xop+xml;charset=utf-8;type="text/xml"  Content-Transfer-Encoding: binary    <?xml version="1.0" ?>  <S:Envelope xmlns:S="http://schemas.xmlsoap.org/soap/envelope/">      <S:Body>          <ns2:upload xmlns:ns2="http://server.mtom.ws.codejava.net/">              <arg0>binary.png</arg0>              <arg1>                  <xop:Include xmlns:xop="http://www.w3.org/2004/08/xop/include"                      href="cid:187eff8e-fc5c-4aa5-8a89-1e09e153ade6@example.jaxws.sun.com">                  </xop:Include>              </arg1>          </ns2:upload>      </S:Body>  </S:Envelope>    --uuid:8b39dc38-7f35-437f-920f-b99b6b2c9888  Content-Id: <187eff8e-fc5c-4aa5-8a89-1e09e153ade6@example.jaxws.sun.com>  Content-Type: application/octet-stream  Content-Transfer-Encoding: binary    [binary octet stream] |

Here, the request’s content type becomes multipart/related in which the SOAP message and the binary data are separated as individual parts of a MIME message. The SOAP message itself doesn’t contain the binary data. Instead, it has a reference to the part that contains the actual binary data:

|  |
| --- |
| <xop:Include xmlns:xop="http://www.w3.org/2004/08/xop/include"      href="cid:187eff8e-fc5c-4aa5-8a89-1e09e153ade6@example.jaxws.sun.com">  </xop:Include> |

And the binary data is attached to the request as a MIME attachment which is outside the SOAP message.

**2. Enabling MTOM in JAX-WS**

In JAX-WS, it’s easy to enable MTOM for a web service endpoint by using either the **@MTOM** or **@BindingType** annotations. At the client side, MTOM can be enabled either by passing a new instance of **MTOMFeature** class when getting a reference to the web service endpoint (port), or by calling the **SOAPBinding.setMTOMEnabled(true)** method on the binding provider object. Here are the usages and examples in details.

**Enabling MTOM for the web service endpoint**

The following example illustrates a web service endpoint is annotated with the **@MTOM**annotation:

|  |
| --- |
| import javax.jws.WebMethod;  import javax.jws.WebService;  import javax.xml.ws.soap.MTOM;    @WebService  @MTOM  public class MyWebService {        @WebMethod      public void upload(byte[] data) {          // implementation details...      }  } |

That enables MTOM support for the MyWebService endpoint. The **@MTOM**annotation has two optional parameters:

* **enabled**: specifies whether MTOM feature is enabled (true) or disabled (false).
* **threshold**: specifies the size (in bytes) above which the binary data will be sent as attachment. This would be useful to enable MTOM only for data which is larger than a specified amount.

This example shows MTOM is used but disabled:

|  |
| --- |
| @WebService  @MTOM(enabled = false)  public class MyWebService {  } |

This example shows MTOM is enabled only for binary data which is larger than 10KB (10240 bytes):

|  |
| --- |
| @WebService  @MTOM(threshold = 10240)  public class MyWebService {  } |

An alternative way is using the **@BindingType** annotation with an appropriate value for the SOAP version used. For example:

* Enabling MTOM with SOAP version 1.1:

|  |
| --- |
| import javax.xml.ws.BindingType;  import javax.xml.ws.soap.SOAPBinding;    @WebService  @BindingType(value = SOAPBinding.SOAP11HTTP\_MTOM\_BINDING)  public class MyWebService {  } |

* Enabling MTOM with SOAP version 1.2:

|  |
| --- |
| import javax.xml.ws.BindingType;  import javax.xml.ws.soap.SOAPBinding;    @WebService  @BindingType(value = SOAPBinding.SOAP12HTTP\_MTOM\_BINDING)  public class MyWebService {  } |

From the above examples, we can see that using the **@MTOM**annotation is preferred as its succinct and flexibility (enabled/disabled and threshold).

**Enabling MTOM for the client**

The following example shows how to enable MTOM at the client by passing a new instance of the **MTOMFeature** class when getting a proxy reference the web service endpoint:

|  |
| --- |
| import javax.xml.ws.soap.MTOMFeature;    MyWebServiceService service = new MyWebServiceService();  MyWebService port = service.getMyWebServicePort(new MTOMFeature()); |

Suppose that the MyWebServiceService and MyWebService classes are generated by the **wsimport** tool. And similar to the**@MTOM**annotation, we can also specify the enabled and threshold parameters in the MTOMFeature class’ constructor like this:

|  |
| --- |
| boolean enabled = true;  int threshold = 10240;  MyWebService port = service.getMyWebServicePort(new MTOMFeature(enabled, threshold)); |

And here’s an alternative way, calling the **SOAPBinding.setMTOMEnabled(true)** method:

|  |
| --- |
| MyWebServiceService service = new MyWebServiceService();  MyWebService port = service.getMyWebServicePort();    BindingProvider provider = (BindingProvider) port;  SOAPBinding soapBinding = (SOAPBinding) provider.getBinding();  soapBinding.setMTOMEnabled(true); |

So far we have understood the advantages of MTOM and how to apply it for a web service end point and client. Now, let’s go through a complete sample application.

**3. Coding Web Service Endpoint**

The following class is for a web service endpoint implementation that offers two operations for binary data transfer - files upload and download:

|  |
| --- |
| package net.codejava.ws.mtom.server;    import java.io.BufferedInputStream;  import java.io.BufferedOutputStream;  import java.io.File;  import java.io.FileInputStream;  import java.io.FileOutputStream;  import java.io.IOException;    import javax.jws.WebMethod;  import javax.jws.WebService;  import javax.xml.ws.WebServiceException;  import javax.xml.ws.soap.MTOM;      /\*\*   \* A web service endpoint implementation that demonstrates the usage of   \* MTOM (Message Transmission Optimization Mechanism).   \* @author www.codejava.net   \*   \*/  @WebService  @MTOM(enabled = true, threshold = 10240)  public class FileTransferer {      @WebMethod      public void upload(String fileName, byte[] imageBytes) {            String filePath = "e:/Test/Server/Upload/" + fileName;            try {              FileOutputStream fos = new FileOutputStream(filePath);              BufferedOutputStream outputStream = new BufferedOutputStream(fos);              outputStream.write(imageBytes);              outputStream.close();                System.out.println("Received file: " + filePath);            } catch (IOException ex) {              System.err.println(ex);              throw new WebServiceException(ex);          }      }        @WebMethod      public byte[] download(String fileName) {          String filePath = "e:/Test/Server/Download/" + fileName;          System.out.println("Sending file: " + filePath);            try {              File file = new File(filePath);              FileInputStream fis = new FileInputStream(file);              BufferedInputStream inputStream = new BufferedInputStream(fis);              byte[] fileBytes = new byte[(int) file.length()];              inputStream.read(fileBytes);              inputStream.close();                return fileBytes;          } catch (IOException ex) {              System.err.println(ex);              throw new WebServiceException(ex);          }      }  } |

As we can see, the **@MTOM**annotation is used to enable binary transfer optimization with the threshold of 10KB.

**NOTE:** You should prepare a file to be sent to the client and correct the file path according to your environment in thedownload() method.

**4. Coding Server Program**

Write a simple server program (console application) that publishes the web services with the following code:

|  |
| --- |
| package net.codejava.ws.mtom.server;    import javax.xml.ws.Endpoint;    /\*\*   \* A simple web service server.   \* @author www.codejava.net   \*   \*/  public class WebServiceServer {        public static void main(String[] args) {          String bindingURI = "http://localhost:9898/codejava/fileService";          FileTransferer service = new FileTransferer();          Endpoint.publish(bindingURI, service);          System.out.println("Server started at: " + bindingURI);      }  } |

Run this program to start the server. We should see the following output in the console:

|  |  |
| --- | --- |
| 1 | Server started at: http://localhost:9898/codejava/fileService |

**5. Coding Application Client**

Use the **wsimport** tool to generate client code for the above web service endpoint (see instructions included in the attached project), then write code for the application client program as follows:

|  |
| --- |
| package net.codejava.ws.mtom.client;    import java.io.BufferedInputStream;  import java.io.BufferedOutputStream;  import java.io.File;  import java.io.FileInputStream;  import java.io.FileOutputStream;  import java.io.IOException;    import javax.xml.ws.soap.MTOMFeature;    /\*\*   \* A client program that demonstrates how to use MTOM to optimize binary data   \* transfer with JAX-WS web services.   \* @author www.codejava.net   \*   \*/  public class WebServiceAppClient {        public static void main(String[] args) {          // connects to the web service          FileTransfererService service = new FileTransfererService();          FileTransferer port = service.getFileTransfererPort(new MTOMFeature(10240));            String fileName = "binary.png";          String filePath = "e:/Test/Client/Upload/" + fileName;          File file = new File(filePath);            // uploads a file          try {              FileInputStream fis = new FileInputStream(file);              BufferedInputStream inputStream = new BufferedInputStream(fis);              byte[] imageBytes = new byte[(int) file.length()];              inputStream.read(imageBytes);                port.upload(file.getName(), imageBytes);                inputStream.close();              System.out.println("File uploaded: " + filePath);          } catch (IOException ex) {              System.err.println(ex);          }            // downloads another file          fileName = "camera.png";          filePath = "E:/Test/Client/Download/" + fileName;          byte[] fileBytes = port.download(fileName);            try {              FileOutputStream fos = new FileOutputStream(filePath);              BufferedOutputStream outputStream = new BufferedOutputStream(fos);              outputStream.write(fileBytes);              outputStream.close();                System.out.println("File downloaded: " + filePath);          } catch (IOException ex) {              System.err.println(ex);          }      }  } |

As we can see, MTOM is enabled by passing an instance of the **MTOMFeature** class with an integer indicates a threshold value. This program uploads a file by sending a chunk of bytes to the server, and downloads a file by receiving an array of bytes from the server.

**NOTE:** You should prepare a file to be uploaded to the server and correct the file path according to your environment.

**6. Testing the Application and Inspecting SOAP Messages**

Now, execute the application client program to test out the web service. We should see the following output at the client:

|  |  |
| --- | --- |
| 1  2 | File uploaded: e:/Test/Client/Upload/binary.png  File downloaded: E:/Test/Client/Download/camera.png |

And output at the server:

|  |  |
| --- | --- |
| 1  2  3 | Server started at: http://localhost:9898/codejava/fileService  Received file: e:/Test/Server/Upload/binary.png  Sending file: e:/Test/Server/Download/camera.png |

We inspect the SOAP messages in details by using a monitoring tool such as [TCP/IP Monitor in Eclipse IDE](http://www.codejava.net/java-ee/web-services/monitoring-soap-messages-using-tcpip-monitor-in-eclipse). Here’s the summary (WSDL request/response is omitted):

* For upload operation:
  + Client Request:

|  |
| --- |
| POST /codejava/fileService HTTP/1.1  Accept: text/xml, multipart/related  Content-Type: multipart/related;start="<rootpart\*0d441e76-7247-40de-a6e5-d49c9bf4a172@example.jaxws.sun.com>";          type="application/xop+xml";          boundary="uuid:0d441e76-7247-40de-a6e5-d49c9bf4a172";start-info="text/xml"  SOAPAction: "http://server.mtom.ws.codejava.net/FileTransferer/uploadRequest"  User-Agent: JAX-WS RI 2.2.4-b01  Host: localhost:9898  Connection: keep-alive  Content-Length: 2133    --uuid:0d441e76-7247-40de-a6e5-d49c9bf4a172  Content-Id: <rootpart\*0d441e76-7247-40de-a6e5-d49c9bf4a172@example.jaxws.sun.com>  Content-Type: application/xop+xml;charset=utf-8;type="text/xml"  Content-Transfer-Encoding: binary    <?xml version="1.0" ?>  <S:Envelope xmlns:S="http://schemas.xmlsoap.org/soap/envelope/">      <S:Body>          <ns2:upload xmlns:ns2="http://server.mtom.ws.codejava.net/">              <arg0>binary.png</arg0>              <arg1>                  <Include xmlns="http://www.w3.org/2004/08/xop/include"                      href="cid:876daf6e-de3b-41ff-b8dc-0d85b3a8951e@example.jaxws.sun.com"/>              </arg1>          </ns2:upload>      </S:Body>  </S:Envelope>    --uuid:0d441e76-7247-40de-a6e5-d49c9bf4a172  Content-Id: <876daf6e-de3b-41ff-b8dc-0d85b3a8951e@example.jaxws.sun.com>  Content-Type: application/octet-stream  Content-Transfer-Encoding: binary    [binary octet stream] |

* + Server Response:

|  |
| --- |
| HTTP/1.1 200 OK  Transfer-encoding: chunked  Content-type: multipart/related;start="<rootpart\*e8611ccc-2442-4d56-8b17-d15eb6138c24@example.jaxws.sun.com>";      type="application/xop+xml";      boundary="uuid:e8611ccc-2442-4d56-8b17-d15eb6138c24";start-info="text/xml"  Date: Fri, 29 Nov 2013 09:57:13 GMT    --uuid:e8611ccc-2442-4d56-8b17-d15eb6138c24  Content-Id: <rootpart\*e8611ccc-2442-4d56-8b17-d15eb6138c24@example.jaxws.sun.com>  Content-Type: application/xop+xml;charset=utf-8;type="text/xml"  Content-Transfer-Encoding: binary    <?xml version="1.0" ?>  <S:Envelope xmlns:S="http://schemas.xmlsoap.org/soap/envelope/">      <S:Body>          <ns2:uploadResponse xmlns:ns2="http://server.mtom.ws.codejava.net/"></ns2:uploadResponse>      </S:Body>  </S:Envelope>    --uuid:e8611ccc-2442-4d56-8b17-d15eb6138c24-- |

* For download operation:
  + Client Request:

|  |
| --- |
| POST /codejava/fileService HTTP/1.1  Accept: text/xml, multipart/related  Content-Type: multipart/related;start="<rootpart\*95d74f1f-5c21-474b-9481-400785c18ae5@example.jaxws.sun.com>";      type="application/xop+xml";      boundary="uuid:95d74f1f-5c21-474b-9481-400785c18ae5";start-info="text/xml"  SOAPAction: "http://server.mtom.ws.codejava.net/FileTransferer/downloadRequest"  User-Agent: JAX-WS RI 2.2.4-b01  Host: localhost:9898  Connection: keep-alive  Content-Length: 493    --uuid:95d74f1f-5c21-474b-9481-400785c18ae5  Content-Id: <rootpart\*95d74f1f-5c21-474b-9481-400785c18ae5@example.jaxws.sun.com>  Content-Type: application/xop+xml;charset=utf-8;type="text/xml"  Content-Transfer-Encoding: binary    <?xml version="1.0" ?>  <S:Envelope xmlns:S="http://schemas.xmlsoap.org/soap/envelope/">      <S:Body>          <ns2:download xmlns:ns2="http://server.mtom.ws.codejava.net/">              <arg0>camera.png</arg0>          </ns2:download>      </S:Body>  </S:Envelope>    --uuid:95d74f1f-5c21-474b-9481-400785c18ae5-- |

* + Server Response:

|  |
| --- |
| HTTP/1.1 200 OK  Transfer-encoding: chunked  Content-type: multipart/related;start="<rootpart\*b581cf1e-507a-4b6a-b1c6-0bf16e1278c6@example.jaxws.sun.com>";      type="application/xop+xml";      boundary="uuid:b581cf1e-507a-4b6a-b1c6-0bf16e1278c6";start-info="text/xml"  Date: Fri, 29 Nov 2013 10:30:12 GMT    --uuid:b581cf1e-507a-4b6a-b1c6-0bf16e1278c6  Content-Id: <rootpart\*b581cf1e-507a-4b6a-b1c6-0bf16e1278c6@example.jaxws.sun.com>  Content-Type: application/xop+xml;charset=utf-8;type="text/xml"  Content-Transfer-Encoding: binary    <?xml version="1.0" ?>  <S:Envelope xmlns:S="http://schemas.xmlsoap.org/soap/envelope/">      <S:Body>          <ns2:downloadResponse xmlns:ns2="http://server.mtom.ws.codejava.net/">              <return>                  <Include xmlns="http://www.w3.org/2004/08/xop/include"                      href="cid:6a5fab52-948d-44aa-b89e-072e05af6a60@example.jaxws.sun.com"/>              </return>          </ns2:downloadResponse>      </S:Body>  </S:Envelope>      --uuid:b581cf1e-507a-4b6a-b1c6-0bf16e1278c6  Content-Id: <6a5fab52-948d-44aa-b89e-072e05af6a60@example.jaxws.sun.com>  Content-Type: application/octet-stream  Content-Transfer-Encoding: binary    [binary octet stream] |

So far we have finished discussing what MTOM is and how it is applied in JAX-WS in terms of optimization of binary data transfer via web services.

<http://www.informit.com/articles/article.aspx?p=327825&seqNum=17>

**Using SOAP to Send Binary Data**

Our example messages to date have been fairly small, but we can easily imagine wanting to use SOAP to send large binary blobs of data. For example, consider an automated insurance claim registry—remote agents might use SOAP-enabled software to submit new claims to a central server, and part of the data associated with a claim might be digital images recording damages or the environment around an accident. Since XML can't directly encode true 8-bit binary data at present, a simple way to do this kind of thing might be to use the XML Schema type base64binary and encode your images as base64 text inside the XML:

<soap:Envelope

xmlns:soap="http://www.w3.org/2003/05/soap-envelope"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance">

<soap:Body>

<submitClaim>

<accountNumber>5XJ45-3B2</accountNumber>

<eventType>accident</eventType>

<image imageType="jpg" xsi:type="base64binary">

4f3e9b0...(rest of encoded image)

</image>

</submitClaim>

</soap:Body>

</soap:Envelope>

This technique works, but it's not particularly efficient in terms of bandwidth, and it takes processing time to encode and decode bytes to and from base64. Email has been using the Multipurpose Internet Mail Extensions (MIME) standard for some time now to do this job, and MIME allows the encoding of 8-bit binary. MIME is also the basis for some of the data encoding used in HTTP; since HTTP software can usually deal with MIME, it might be nice if there were a way to integrate the SOAP protocol with this standard and a more efficient way of sending binary data.

**SOAP with Attachments and DIME**

In late 2000, HP and Microsoft released a specification called "SOAP Messages with Attachments." The spec describes a simple way to use the multiref encoding in SOAP 1.1 to reference MIME-encoded attachment parts. We won't go into much detail here; if you want to read the spec, you can find it at <http://www.w3.org/TR/2000/NOTE-SOAP-attachments-20001211>.

The basic idea behind *SOAP with Attachments (SwA)* is that you use the same HREF trick you saw in the section "[Object Graphs](http://www.informit.com/articles/article.asp?p=328640&seqNum=12#object)" to insert a reference to the data in the SOAP message instead of directly encoding it. In the SwA case, however, you use the content-id (cid) of the MIME part containing the data you're interested in as the reference instead of the ID of some XML. So, the message encoded earlier would look something like this:

MIME-Version: 1.0

Content-Type: Multipart/Related; boundary=MIME\_boundary;  
 type=application/soap+xml;start="<claim@insurance.com>"

**--MIME\_boundary**

Content-Type: application/soap+xml; charset=UTF-8

Content-Transfer-Encoding: 8bit

Content-ID: <claim@insurance.com>

<soap:Envelope

xmlns:soap="http://www.w3.org/2003/05/soap-envelope">

<soap:Body>

<submitClaim>

<accountNumber>5XJ45-3B2</accountNumber>

<eventType>accident</eventType>

<image **href=**"**cid:image@insurance.com**"/>

</submitClaim>

</soap:Body>

</soap:Envelope>

--MIME\_boundary

Content-Type: image/jpeg

Content-Transfer-Encoding: binary

Content-ID: <image@insurance.com>

...binary JPG image...

**--MIME\_boundary--**

Another technology called *Direct Internet Message Encapsulation (DIME)*, from Microsoft and IBM, used a similar technique, except that the on-the-wire encoding was smaller and more efficient than MIME. DIME was submitted to the IETF in 2002 but has since lost the support of even its original authors.

SwA and DIME are great technologies, and they get the job done, but there are a few problems. The main issue is that both SwA and DIME introduce a data structure that is explicitly outside the realm of the XML data model. In other words, if an intermediary received the earlier MIME message and wanted to digitally sign or encrypt the SOAP body, it would need rules that told it how the content in the MIME attachment was related to the SOAP envelope. Those rules weren't formalized for SwA/DIME. Therefore, tools and software that work with the XML data model need to be modified in order to understand the SwA/DIME packaging structure and have a way to access the data embedded in the MIME attachments.

Various XML and Web service visionaries began discussing the general issue of merging binary content with the XML data model in earnest. As a result, several proposals are now evolving to solve this problem in an architecturally cleaner fashion.

**PASWA, MTOM, and XOP**

In April 2003, the *"Proposed Infoset Addendum to SOAP With Attachments" (PASWA)* g document was released by several companies including Microsoft, AT&T, and SAP. PASWA introduced a logical model for including binary content directly into a SOAP infoset. Physically, the messages that PASWA deals with look almost identical to our two earlier examples (the image encoded first as base64 inline with the XML and then as a MIME attachment)—the difference is in how we think about the attachments. Instead of thinking of the MIME-encoded image as a separate entity that is explicitly referred to in the SOAP envelope, we logically think of it as if it were still inline with the XML. In other words, the MIME packaging is an optimization, and implementations need to ensure that processors looking at the SOAP data model for purposes of encryption or signing still see the actual data as if it were base64-encoded in the XML.

In July 2003, after a long series of conversations between the XML Protocol Group and the PASWA supporters, the *Message Transmission Optimization Mechanism (MTOM)* g was born, owned by the XMLP group. It reframed the ideas in PASWA into an abstract feature to better sync with the SOAP 1.2 extensibility model, and then offered an implementation of that feature over HTTP. The serialization mechanism is called *XML-Binary Optimized Packaging (XOP)* g; it was factored into a separate spec so that it could also be used in non-SOAP contexts.

As an example, we slightly modified the earlier insurance claim by augmenting the XML with a content-type attribute (from the XOP spec) that tells us what MIME content type to use when serializing this infoset using XOP. Here's the new version:

<soap:Envelope

xmlns:soap="http://www.w3.org/2003/05/soap-envelope"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

**xmlns:xop-mime=**"**http://www.w3.org/2003/12/xop/mime**">

<soap:Body>

<submitClaim>

<accountNumber>5XJ45-3B2</accountNumber>

<eventType>accident</eventType>

<image **xop-mime:content-type=**"**image/jpeg**"

xsi:type="base64binary">

4f3e9b0...(rest of encoded image)

</image>

</submitClaim>

</soap:Body>

</soap:Envelope>

An MTOM/XOP version of our modified insurance claim looks like this:

MIME-Version: 1.0

Content-Type: Multipart/Related; boundary=MIME\_boundary;  
 type=application/soap+xml;start="<claim@insurance.com>"

--MIME\_boundary

Content-Type: application/soap+xml; charset=UTF-8

Content-Transfer-Encoding: 8bit

Content-ID: <claim@insurance.com>

<soap:Envelope

xmlns:soap="http://www.w3.org/2003/05/soap-envelope"

xmlns:xop='http://www.w3.org/2003/12/xop/include'

xmlns:xop-mime='http://www.w3.org/2003/12/xop/mime'>

<soap:Body>

<submitClaim>

<accountNumber>5XJ45-3B2</accountNumber>

<eventType>accident</eventType>

<image xop-mime:content-type='image/jpeg'>

**<xop:Include href=**"**cid:image@insurance.com**"**/>**

</image>

</submitClaim>

</soap:Body>

</soap:Envelope>

--MIME\_boundary

Content-Type: image/jpeg

Content-Transfer-Encoding: binary

Content-ID: <image@insurance.com>

...binary JPG image...

--MIME\_boundary--

Essentially, it's the same on the wire as the SwA version, but it uses the xop:Include> element instead of just the href attribute. The real difference is architectural, since we imagine tools and APIs will manipulate this message exactly as if it were an XML data model.

MTOM and XOP are on their way to being released by the XML Protocol Working Group some time in 2004, and it remains to be seen how well they will be accepted by the broader user community. Early feedback has been very positive, however, and the authors of this book are behind the idea of a unified data model for XML and binary content.